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Snake p5 Project

Introduction

You are going to make a game called Snake (https://en.wikipedia.org/wiki/Snake_(video_game)),

you might not remember this game but your parents probably will because it used to be the only

game most people could play on their mobile phones This is broadly based upon a coding challenge

by Daniel Shiffman and is on YouTube here: https://www.youtube.com/watch?v=AaGK-fj-BAM



Step 1: Getting started

1. Open processing:



2. This will start the Processing 3 application:



3. Make sure your new project is a p5.js project by checking that p5.js is on the top right of the

editor window, if it isn’t select p5.js:



Explanation

p5.js is a JavaScript library that has a goal of making coding accessible for artists, designers,

educators and – for our purposes – beginners. It is mostly used to help us draw on the web.



Step 2: Our playing field

When we start a new p5 project we are given two blocks of code (which are functions) in one file,

and a blank HTML file where our work will be displayed when we’re finished. One of the functions is

called setup and the other is called draw.

Neither of these functions takes any arguments but they are what we use to tell p5 what to do. We

first need to make a playing field and we’ll do this within the setup function by creating a canvas.



1. Add createCanvas(600, 600); to the setup function:



2. If you click the play button a new page will appear in your default browser, but there’s

nothing there, or is there? If we examine the page with the inspector we can see an invisible

area:



3. Let's make the playing field visible by setting a background colour, add background(50,

50, 100); to your draw function.



Explanation

Colours in p5 can be a little confusing: we describe colours regarding how much red, green and blue

they contain.

But instead of describing the amount of the colour from 1 – 10 or even 1 – 100, we describe them

from 0 – 255. This is because computers used to have a limited number of colours they could display,

they also had a small amount of memory they could use to describe colours so they used a different

numbering system to the one we’re used to.

Because we use the decimal system we’re used to counting like this: 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11,

12, 13, 14, 15, 16, 17, 18, 19, 20… Computers aren’t limited to this number base, in fact they prefer

something based on multiples of 2. You could say that they’re primarily interested in just two

numbers: 0 and 1. This is called the binary number system and it’s what computers understand best.

So to count in binary you’d start with 0 and go on from there like this: 0, 1, 10, 11, 100, 101, 110,

111, 1000, 1001, 1010, 1011, 1100, 1101, 1111, 10000, 10001, 10010, 10011, 10100… There is a

really good reference to learn more about counting in binary here: http://www.wikihow.com/Countin-Binary

Humans like us find it difficult to understand binary so we’ve invented a compromise – after all,

who’d know that saying, “ten-thousand and one hundred”, means 20? So, instead of using binary we

use something called hexadecimal. But, I doubtless hear you say, how can we use 16 numbers when

we’re limited to 10 numbers (0 – 9), well, we borrow some letters!

In hexadecimal we count like this: 0, 1, 2, 3, 4 ,5, 6, 7, 8, 9, A, B, C, D, E, F, 10, 11, 12, 13…

This is how each number compares:

Decimal

0

1

2

3

4

5

6

7

8

9

10

11

12



Binary

00000000

00000001

00000010

00000011

00000100

00000101

00000110

00000111

00001000

00001001

00001010

00001011

00001100



Hexadecimal

0

1

2

3

4

5

6

7

8

9

A

B

C



13

14

15

16

17

18

19

20



00001101

00001110

00001111

00010000

00010001

00010010

00010011

00010100



D

E

F

10

11

12

13

14



Because it can also be confusing to say, “fourteen”, when we mean 20, many times we convert these

hexadecimal numbers to decimal. This then is why we use such odd numbers when we describe

colours in p5. Above, background(50, 50, 100); means we’re telling p5 to use a colour which

uses 50/255 red, 50/255 green and 100/255 blue, like this:



There’s probably lots more to say about web colours, this link might help:

https://en.wikipedia.org/wiki/Web_colors It’s worth remembering that in the USA colour is spelt

differently, just make sure you don’t use the color spelling at school.

Another thing to bear in mind is that p5 can use proper hexadecimal values if we make them a string

and ensure that we use the correct notation. This means that instead of writing background(50,

50, 100); as we did, we could use background(“#323264”); instead. There’s lots more to

know about colours in p5 and this link: https://p5js.org/reference/#/p5/background will tell you

about the other ways of describing colours.



Challenge

Can you convert these numbers into different number bases (at least one number base has been

given to you – simply work out what should go in the gaps)?

Decimal

57

30

113



Binary

01101000



Hexadecimal

68

39



00011110

00011001



71

19



110

A2

10101000

149

BB



Step 3: Starting our snake

1. Add this code after your draw function:



Here we’re creating a class which will represent our snake. It has an x and y coordinate as

well as a horizontal and vertical speed (xspeed and yspeed). We’ve given it two methods

(update and show) which will move our snake as well as showing it. Let’s make a snake and



make it visible.

2. Making a snake involves creating a global variable for our program, which we’ll call s. Then

we need to make sure our global variable points to an instance of our snake class. To do this

add this code to the top of your sketch code and alter the setup function as shown:



We’re using let to create our variable as we want to assign our snake instance to it within

the setup function.

3. Once our program knows about the snake we need to show it, add this code to your draw

function:



This tells the snake called s to update and then show itself. If you press play now then you

should see your snake starting on the top right of the square and moving to the right.



Step 4: Moving our snake

1. Add this code after your draw function:



2. Add this code to your Snake class:



Explanation

Here we’re listening to keys pressed on the keyboard and, if they are arrow keys, we’re invoking a

method of our Snake (called dir) which alters its speed along either the x or y axis. The first block of

code says that if the up arrow is pressed then the speed along the x axis should be zero and the

speed along the y axis should be -1 (which will make the snake move upwards). You should be able

to tell what the other arrow keys do to the direction.



Step 5: Snake enhancements

Our snake can move, but it moves a little too smoothly! We need it to move within a grid, and we

also need it to stop moving off the canvas. Because we know how large the canvas will be (600 pixels

wide by 600 pixels high) we can send these numbers to the snake class. Our snake is also quite small

so we’ll make it bigger, it might be best if we tell the snake how big it should be when we create it.

We’ll add all these numbers (the size of the snake, which we’ll call scale; the width of the canvas and

the height of the canvas) as variables which can be changed if we decide to alter the mechanics of

the game later.

We’ll also make the frame rate smaller. By default, it’s 60 frames a second, we’ll make it 10. This is

because if it jumped 20 pixels each second it would move far too fast.

Our snake class is also getting a little too big, so we’ll move it into its own file.

1. Change the main file so it looks like this:



Here we’re setting our main variables at the top of the file, and then using them to create

the canvas as well as the snake.

2. Create a new file called Snake.js and copy the snake class into it, then make the alterations

shown here (we’re changing its constructor as well as its update and show methods to make

use of its new properties: scale, canvasWidth and canvasHeight):



Explanation

We’ve made a few changes here. We’ve updated the constructor to take in three new values: the

size of the snake, the width of the canvas and the height of the canvas.

Because we’ve got the size of the snake (which we’re calling scale here) we can use that to make the

snake jump from point to point rather than move slowly – we do this by multiplying the speed by the

scale and adding it to the coordinate of the snake.

Because the snake now knows about the canvas we can also constrain its movements so that it

won’t go any further than the edge of the canvas.

If you press play now you should see the snake moving on the canvas in a jerky way, almost like it’s

moving along rows and columns.



Step 6: Making food

Our snake needs to eat, lets’ give it some food.
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